Chronical disease identification by using Machine Learning Classifiers
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Abstract— Hepatitis b is a chronic disease which can develop many long term health related issues including damage of liver and failure of liver and liver cancer and also prone to death in 2018 there are more than 1600 plus deaths are reported to CDC, but there were many other deaths which were not reported it so if a person is affected with hepatitis b and if he left with untreated his life mayor own and he made lose his life but the most important thing that needs to be remember every time is it is just a chronical condition where that can be successfully treated and managed if patient follows proper diet and needs to take care of his liver more and patient can expect long gun full life also if it is left as untreated then it will develop severe scaring on the liver and prone to liver cancer. Basically, there are three stage of this hepatitis b those are prodormal phase, icteric phase and convalescence phase. And this hepatitis b is known as a silent infection as it in fact people without knowing them and we can say it is more dangerous. But it can be identified with help of few medical conditions, and we are going to analyse how to avoid risk of getting hepatitis B in our current research paper.
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1. Introduction

HBV is a DNA virus with a loosely circular, partly double-stranded genome and a distinct replication process. Because of the low fidelity reverse transcriptase and the fast replication rate, a single offspring virus in an infected cell may not be identical to the parent genome2. This results in the formation of a virus-related system made up of mutation flies or 'quasispecies,' which are populations of inherently separate, they are very closely having relation with viral variations. As a result, HBV quasispecies have a range of virus-related variations with varying fitness, allowing for fast adaptability to selection pressures such as host immunological factors and antiviral medicines. As a result, HBV variations have an influence on illness development, clinical progression, and responsiveness to treatment interventions. Estimates for infection prevalence (4%), absolute number of infected persons (257 million), and yearly mortality (887000) show the substantial worldwide illness problem owing to HBV. Viral hepatitis, along with hepatitis C virus (HCV), is most important reason of hepatocellular cancer. HBV infection is still a dangerous disease that need to be taken care around the globe. HBV has infected around 257 million people, while CHB affects more than 350 million people. It is widely established that HBsAg seroclearance is an essential prognostic marker during CHB therapy. In persistently HBV-infected individuals, the yearly rate of spontaneous HBsAg seroclearance ranged from 0.45% to 2.38%, demonstrating that HBsAg seroclearance is an uncommon occurrence. Previous research has revealed a link between natural or treatment stimulated HBsAg seroclearance and a good quality diagnosis, improved liver histology, a lower incidence of hepatocellular carcinoma (HCC), as well as longer longevity. As a result, HBsAg seroclearance is an essential objective for improving antiviral medication outcomes.

Previous research has found evidence of significant viral variables and host features of HBsAg seroclearance. Researchers looked at whether low blood HBsAg amounts only or in combination in conjunction with a small amount of blood serum HBV DNA load stayed relevant predictors of HBsAg seroclearance. Age is one of the most significant host factors for HBsAg seroconversion, followed by gender, fatty liver, cirrhosis either present at baseline or developed during follow-up, and baseline alanine aminotransferase (ALT) levels.. To fill a knowledge gap, we applied machine learning techniques rather than conventional models in this work to assess the relationship between available clinical factors and HBsAg seroclearance. In recent years, machine learning algorithms have received a lot of interest in the health area. It has been successfully applied to clinical datasets that are high-dimensional, correlated, nonlinear, and unbalanced in order to extract meaningful information and make precise diagnostic and prediction decisions. However, no current models have been found as having the highest performance for predicting HBsAg seroclearance. In this study, we built many acceptable machine learning models, including Random Forest classifier, Decision tree classifier, and LR, based on the dataset's features (highly dimensional and unbalanced), with the goal of identifying the best one. The primary goal of this project is to find the best machine learning model for predicting HBsAg seroclearance in a retrospective cohort of CHB patients.

.

1. Problem and Data set(s)

Our Objective is the binary classification problem statement. The objective of this task is to identify hepatitis a patient based on his history, and we are going to tell the life prediction of patient so here we are having a target variable called class and it is having a status either die or live.

1. Methods

For analysing the risk of Hepatitis B, we selected three different machine learning algorithms to solve given problem. Those algorithms are Random Forest classifier, Logistic regression classifier and Decision tree classifier.

## Decision tree:

It is a classifier with a tree-like structure, and all of the internal nodes or columns of the data set and branches describe the decisions that the decision tree of outcomes makes. In a decision tree, we will essentially have two nodes that represent the yield of the outcome node. The parent node is not have any additional nodes, only a decision node. A decision tree is a supervised learning approach that can handle both regression and classification tasks on data. Additionally, one of the most elegant algorithms, the decision tree, has a graphic depiction of every step of how it functions, and the decision tree can be visualised In the finished model, the branches from the root node are expanded to create this structure. We will use the cart algorithm, which combines classification and regression, to build the decision tree. The decision tree can include both numerical and category data. The rationale for adopting decision trees is that they typically function similarly to human decision-making processes and can be easily understood and seen due to their tree-like form. Due to the simplicity of decision tree operation, it is much simpler to comprehend how decision tree’s function. To make new decisions, we must first choose the given complete data set. Next, using an attribute selection measure, we must identify the best attribute within the set. Finally, we must split the data set into subsets that contain the best attribute's potential values. Finally, we must create the decision tree no, which contains the best attribute. We may utilise the Gini index or information gain to choose the root node, and we can prune to reduce the chance of overfitting.

## Logistic regression:

One of the most used machine learning techniques, logistic regression uses input label data to categorize the dependent variable. In essence, logistic regression is employed to address classification issues, and it will use several independent variables together with one dependent variable as the output for training and performing classification. Regression essentially forecasts the results of categorical dependent variables; therefore, the results will be expressed as either yes or no, 0 or 1, or binary output. Therefore, it will return a numerical value and, using the Sigmoid function, transform that value to either 0 or 1, rather than only returning 0 or 1. Except for the final layer, which consists of this probability layer that turns ordinal values into binary values, logistic regression is nearly identical to the linear regression employed in regression procedures. We will fit a sigmoid curve for logistic regression rather than a regression line since this will help us construct probabilities from regression values and explain the likelihood of our issue statement, such as whether the image is a cat or not or whether the patient is pregnant or not. Logistic regression assumes that the dependent variable must be categorical and that the independent variables must not be multicollinear. Logistic regression utilizes the concept of analytical modeling similar to linear regression, but it is utilized to categorize data so that it will considered as classification process. This is the sole distinction between the two. The main distinction between logistic regression and linear regression is that the latter employs the idea of predictive modelling, much like the former, while the former uses it to classify data to fall under a classification procedure.

## Random Forest classifier:

Because each algorithm will generate many decision trees, run over is simply the act of merging multiple classifiers to address a difficult problem and increase the model's performance. Random forest is a prominent machine learning method that belongs to the supervised machine learning branch and may be used in machine learning for both classification and regression issues. The more decision trees we build, the more accurate the classifier will be since random forest is described as a classifier that consists of varying numbers of decision trees that belong to various subsets of the provided data and averages out the predictive accuracy of the data set. We'll receive This random forest has a few assumptions, including that the future values of the data set's variables will have some actual values so that the random forest can provide correct results rather than random ones, and that each decision tree's forecasts will have the fewest fundamental relationships. Random forest was selected for this problem because it produces results with excellent accuracy even for bigger data sets and maintains output stability. The random forest algorithm operates as follows: first, random K points will be chosen for the training set and random K points will be chosen for the output.

There are a few presumptions associated with this random forest; they are that each decision tree's predictions will have the fewest core relationships and that there will be some actual values in the data set's future variables so that the random forest can produce accurate results rather than random ones. Even for larger data sets, the random forest's output is highly accurate, and its output stability is maintained, which are the reasons for choosing random forest classification algorithm for this problem. The functioning of random forest procedure is in this manner: First we select number of decision trees to be built and we will test out the trees that built. And after to that, model will increase the weights to reduce error and this process will be followed up till errors are reduced and by taking average of resultant from all models gives us final result.

1. Experimental setup
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1. Results

In this case, we chosen Logistic regression, Random Forest classifier and Decision tree classifier. Random forest is one of the most used machine learning algorithms Despite its simplicity, flexibility, and ease of use, it produces reliable results. To perform Random Forest and to evaluate the model afterwards, we will load the packages from scikit-learn. As logistic regression performs best at the first instance but no performance improvement after hyper parameter tuning, the model accuracy score is 0.80 i.e.., 80%. So, we elected next good performing algorithm that is Random Forest. As we can observe above, our basic model has an accuracy of 77.19% which tell us that it must be further improved. There are several ways to improve random forest model: gather more data, tune the hyperparameters of the model or choose other models. We will choose the second one, we will now tune the hyperparameters of our random forest classifier.

Model parameters are normally learned during training; however, hyperparameters must be set manually before training. In the case of random forest, hyperparameters include:

n\_estimators: number of trees in the forest

max\_features: maximum number of features in each tree

max\_depth: maximum splits for all trees

bootstrap: whether to implement bootstrap or not to build trees

criterion: assess stopping criteria for decision trees

Of course, when we implement basic random forest, Scikit-learn implements a set of default hyperparameters, but we are not sure if those parameters are the optimal for our problem.

In this point is when we need to consider two concepts: underfitting and overfitting. Underfitting occurs when the model is too simple, and it doesn't fit the data well: it has low variance but high bias. On the other hand, overfitting occurs when the model adjusts too well to the training set and performs poorly in new examples. If we tune the hyperparameters in the training dataset, we would then be prone to overfit our random forest classifier. So instead, we will go back to what was mentioned before: the cross validation.

We will use K-fold cross validation method to tune the hyperparameters: we will perform many iterations on the K-subset cross validation but using different model settings each time. Afterwards, we compare all models and select the best one; then, we will train the best model in the full training set and evaluate it on the testing set. We will take advantage of GridSearchCV package in Scikit-learn to perform this task.

So, after applying random forest to our dataset, we can conclude that our best model was able to predict survival from patients with hepatitis with an accuracy of 77% and a precision and recall of around 80%. This is not the best situation since we want our model to perform better, especially in this case that involves survival of patients. However, the moderate good results could be due to the small database and the large number of missing values.

The classification report of Random Forest Classification model is as follows:
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Fig: Classification report of Random Forest classifier.
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Description automatically generated](data:image/png;base64,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)

Fig : Confusion matrix of Random Forest Classifier

and this model is having good balance between the recall and precision. The confusion matrix can be observed from the code submitted.

1. Conclusions

This work reveals unique viral variation patterns related with current HBeAg status, however it draws no conclusions about how this status was achieved (there is no previous clinical data) or what the model signifies in terms of patient outcomes (data was not part of a longitudinal study). The same applies to patient profiles that are not represented in the research population, such as HBeAg negative inactive carriers with low HBV DNA burdens, on which we are unable to comment. The goal of this work was not to establish an alternative diagnostic test; instead, the ML model was built based on the known HBeAg status as identified by conventional diagnostic methods. Even though we offer a classification model with excellent discriminative accuracy, this does not necessarily translate to modifications in clinical practise or decision-making. We need prospective trials with serial sampling to catch patients during the seroconversion process and track treatment groups to make such a model applicable. Furthermore, such a model must be calibrated to the target population. However, the general model's success in differentiating HBeAg status in the n = 37 patients undergoing treatment from the Dataset B cohort, which acted as an independent test group, gave us hope. It was able to develop a generic model for HBeAg classification with broad applicability to the clinical population by adding a diversified sample population for feature-selection. In addition, we describe the prevalence of mutants associated with resistance in naive patients. Previous research has demonstrated the existence of these mutants in naive patients.
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Appendix:

# Data DOWNLOAD : https://archive.ics.uci.edu/ml/Datas/Hepatitis

import pandas as pd

import numpy as np

from pandas import Series, DataFrame

import matplotlib.pyplot as plt

import seaborn as sns

import warnings

warnings.filterwarnings('ignore')

df = pd.read\_csv('hep.csv')

# In[3]:

df.head()

df.columns = ['class', 'age', 'sex', 'steroid', 'antivirals', 'fatigue', 'malaise',

'anorexia', 'liver\_big', 'liver\_firm', 'spleen\_palable', 'spiders',

'ascites', 'varices', 'bilirubin', 'alk\_phosphate', 'sgot', 'albumin',

'protime', 'histology']

df.head()

df.describe()

df.info()

df['steroid'] = pd.to\_numeric(df['steroid'],errors='coerce')

df['fatigue'] = pd.to\_numeric(df['fatigue'],errors='coerce')

df['malaise'] = pd.to\_numeric(df['malaise'],errors='coerce')

df['anorexia'] = pd.to\_numeric(df['anorexia'],errors='coerce')

df['liver\_big'] = pd.to\_numeric(df['liver\_big'],errors='coerce')

df['liver\_firm'] = pd.to\_numeric(df['liver\_firm'],errors='coerce')

df['spleen\_palable'] = pd.to\_numeric(df['spleen\_palable'],errors='coerce')

df['spiders'] = pd.to\_numeric(df['spiders'],errors='coerce')

df['ascites'] = pd.to\_numeric(df['ascites'],errors='coerce')

df['varices'] = pd.to\_numeric(df['varices'],errors='coerce')

df['bilirubin'] = pd.to\_numeric(df['bilirubin'],errors='coerce')

df['alk\_phosphate'] = pd.to\_numeric(df['alk\_phosphate'],errors='coerce')

df['sgot'] = pd.to\_numeric(df['sgot'],errors='coerce')

df['albumin'] = pd.to\_numeric(df['albumin'],errors='coerce')

df['protime'] = pd.to\_numeric(df['protime'],errors='coerce')

df.info()

df["class"].replace((1,2),(0,1),inplace=True)

df["sex"].replace((1,2),(0,1),inplace=True)

df["age"].replace((1,2),(0,1),inplace=True)

df["steroid"].replace((1,2),(0,1),inplace=True)

df["antivirals"].replace((1,2),(0,1),inplace=True)

df["fatigue"].replace((1,2),(0,1),inplace=True)

df["malaise"].replace((1,2),(0,1),inplace=True)

df["anorexia"].replace((1,2),(0,1),inplace=True)

df["liver\_big"].replace((1,2),(0,1),inplace=True)

df["liver\_firm"].replace((1,2),(0,1),inplace=True)

df["spleen\_palable"].replace((1,2),(0,1),inplace=True)

df["spiders"].replace((1,2),(0,1),inplace=True)

df["ascites"].replace((1,2),(0,1),inplace=True)

df["varices"].replace((1,2),(0,1),inplace=True)

df["histology"].replace((1,2),(0,1),inplace=True)

# In[11]:

df.head()

df.isna().sum()

df['steroid'].mode()

df['steroid'].replace(to\_replace=np.nan,value=1,inplace=True)

df['fatigue'].mode()

df['fatigue'].replace(to\_replace=np.nan,value=0,inplace=True)

df['malaise'].mode()

df['malaise'].replace(to\_replace=np.nan,value=1,inplace=True)

df['anorexia'].mode()

df['anorexia'].replace(to\_replace=np.nan,value=1,inplace=True)

df['liver\_big'].mode()

df['liver\_big'].replace(to\_replace=np.nan,value=1,inplace=True)

df['liver\_firm'].mode()

df['liver\_firm'].replace(to\_replace=np.nan,value=1,inplace=True)

df['spleen\_palable'].mode()

df['spleen\_palable'].replace(to\_replace=np.nan,value=1,inplace=True)

df['spiders'].mode()

df['spiders'].replace(to\_replace=np.nan,value=1,inplace=True)

df['ascites'].mode()

df['ascites'].replace(to\_replace=np.nan,value=1,inplace=True)

df['varices'].mode()

df['varices'].replace(to\_replace=np.nan,value=1,inplace=True)

df['bilirubin'].skew(axis=0,skipna = True)

df['bilirubin'].median()

df['bilirubin'].replace(to\_replace=np.nan,value=1,inplace=True)

df['alk\_phosphate'].skew(axis=0,skipna = True)

df['alk\_phosphate'].median()

df['alk\_phosphate'].replace(to\_replace=np.nan,value=85,inplace=True)

df['sgot'].skew(axis=0,skipna = True)

df['sgot'].median()

df['sgot'].replace(to\_replace=np.nan,value=58,inplace=True)

df['albumin'].skew(axis=0,skipna = True)

df['albumin'].median()

df['albumin'].mean()

df['albumin'].replace(to\_replace=np.nan,value=4,inplace=True)

df['protime'].skew(axis=0,skipna = True)

print("Here skewness is near to symmetri, so we can check both mean and median")

df['protime'].median()

df['protime'].mean()

df['protime'].replace(to\_replace=np.nan,value=61,inplace=True)

print("Now we filled all the null values.")

# In[14]:

plt.figure(figsize=(6,3.5))

plt.subplot(1, 2, 1)

sns.distplot(df['sgot'],

kde\_kws={"color":"blue","lw":1.5,"alpha":0.8},

hist\_kws={"color":"green","alpha":0.3})

plt.subplot(1, 2, 2)

sns.distplot(df['alk\_phosphate'],

kde\_kws={"color":"red","lw":1.5,"alpha":0.8},

hist\_kws={"color":"pink","alpha":0.6})

sns.despine();

# In[15]:

plt.figure(figsize=(7,3.5))

plt.subplot(1, 2, 1)

sns.distplot(df['bilirubin'],

kde\_kws={"color":"green","lw":1.5,"alpha":0.8},

hist\_kws={"color":"lightblue","alpha":0.8})

sns.despine()

plt.subplot(1, 2, 2)

sns.distplot(df['albumin'],

kde\_kws={"color":"red","lw":1.5,"alpha":0.8},

hist\_kws={"color":"orange","alpha":0.3})

sns.despine();

g = sns.pairplot(df, x\_vars = ['bilirubin', 'protime', 'alk\_phosphate', 'sgot', 'albumin'],

y\_vars = ['bilirubin', 'protime', 'alk\_phosphate', 'sgot', 'albumin'],

hue = 'class',

kind= 'scatter',

palette = 'husl',

size = 2,

plot\_kws={"s": 35, "alpha": 0.8})

g.fig.get\_children()[-1].set\_bbox\_to\_anchor((0.05, 0.9, 0.18, 0.1));

graph = sns.PairGrid(df,

x\_vars=["anorexia", "ascites"],

y\_vars=['bilirubin', 'protime', 'alk\_phosphate', 'sgot', 'albumin'],

hue = 'class')

graph.map(sns.swarmplot, s = 6)

graph.add\_legend(frameon=True, bbox\_to\_anchor=(0.33, 0.96));

df.describe()

df.head(10)

die =len(df[df['class'] == 0])

live = len(df[df['class']== 1])

plt.figure(figsize=(8,6))

labels = 'DIE','LIVE'

sizes = [die,live]

colors = ['orange', 'lightgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

male =len(df[df['sex'] == 0])

female = len(df[df['sex']==1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'Male','Female'

sizes = [male,female]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

no =len(df[df['steroid'] == 0])

yes = len(df[df['steroid']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'Avoid','Consume'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'steroid')

plt.show()

no =len(df[df['antivirals'] == 0])

yes = len(df[df['antivirals']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'Avoid','Consume'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'antivirals',palette='GnBu')

plt.show()

no =len(df[df['fatigue'] == 0])

yes = len(df[df['fatigue']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'Never Exausted','Was Excausted'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'fatigue',palette='BrBG')

plt.show()

no =len(df[df['malaise'] == 0])

yes = len(df[df['malaise']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'Never in Discomfort','Was in Discomfort'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'malaise',palette='RdPu')

plt.show()

no =len(df[df['anorexia'] == 0])

yes = len(df[df['anorexia']== 1])

plt.figure(figsize=(8,6))

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'anorexia',palette='RdPu')

plt.show()

no =len(df[df['liver\_big'] == 0])

yes = len(df[df['liver\_big']== 1])

plt.figure(figsize=(8,6))

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'liver\_big',palette='RdPu')

plt.show()

no =len(df[df['liver\_firm'] == 0])

yes = len(df[df['liver\_firm']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'liver\_firm',palette='RdPu')

plt.show()

no =len(df[df['spleen\_palable'] == 0])

yes = len(df[df['spleen\_palable']== 1])

plt.figure(figsize=(8,6))

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'spleen\_palable',palette='RdPu')

plt.show()

no =len(df[df['spiders'] == 0])

yes = len(df[df['spiders']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'spiders',palette='RdPu')

plt.show()

no =len(df[df['ascites'] == 0])

yes = len(df[df['ascites']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'ascites',palette='RdPu')

plt.show()

no =len(df[df['varices'] == 0])

yes = len(df[df['varices']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'varices',palette='RdPu')

plt.show()

plt.figure(figsize=(10,8))

sns.scatterplot(x='age',y='bilirubin',data = df,hue = 'class')

plt.title('Bilirubin test values according to AGE')

plt.show()

plt.figure(figsize=(10,8))

sns.scatterplot(x='age',y='alk\_phosphate',data = df,hue = 'class')

plt.title('alk\_phosphate test values according to AGE')

plt.show()

plt.figure(figsize=(10,8))

sns.scatterplot(x='age',y='sgot',data = df,hue = 'class')

plt.title('sgot test values according to AGE')

plt.show()

plt.figure(figsize=(10,8))

sns.scatterplot(x='age',y='albumin',data = df,hue = 'class')

plt.title('albumin test values according to AGE')

plt.show()

plt.figure(figsize=(10,8))

sns.scatterplot(x='age',y='protime',data = df,hue = 'class')

plt.title('protime test values according to AGE')

plt.show()

no =len(df[df['histology'] == 0])

yes = len(df[df['histology']== 1])

plt.figure(figsize=(8,6))

# df to plot

labels = 'NO','YES'

sizes = [no,yes]

colors = ['skyblue', 'yellowgreen']

explode = (0.1, 0) # explode 1st slice

# Plot

plt.pie(sizes, explode=explode, labels=labels, colors=colors,

autopct='%1.1f%%', shadow=True, startangle=90)

plt.axis('equal')

plt.show()

plt.figure(figsize=(15,6))

sns.countplot(x='age',data = df, hue = 'histology',palette='GnBu')

plt.show()

plt.figure(figsize=(15,12))

sns.heatmap(df.corr(), cmap='coolwarm',linewidths=.1,annot = True)

plt.show()

# In[52]:

# Models from Scikit-Learn

from sklearn.linear\_model import LogisticRegression

from sklearn.neighbors import KNeighborsClassifier

from sklearn.tree import DecisionTreeClassifier

from sklearn.ensemble import RandomForestClassifier

from sklearn.model\_selection import train\_test\_split, GridSearchCV

from sklearn.metrics import roc\_curve, auc, accuracy\_score

from sklearn.metrics import precision\_recall\_curve, confusion\_matrix

x = df.iloc[:, df.columns != 'class']

y = df.iloc[:, df.columns == 'class']

X\_train, X\_test, Y\_train, Y\_test = train\_test\_split(x, y, test\_size = 0.2,

random\_state = 42)

models = {"Logistic Regression": LogisticRegression(),

"KNN": KNeighborsClassifier(),

"Random Forest": RandomForestClassifier(),

"Decision Tree": DecisionTreeClassifier()}

# Create a function to fit and score models

def fit\_and\_score(models, X\_train, X\_test, y\_train, y\_test):

"""

Fits and evaluates given machine learning models.

models : a dict of differetn Scikit-Learn machine learning models

X\_train : training data (no labels)

X\_test : testing data (no labels)

y\_train : training labels

y\_test : test labels

"""

# Set random seed

np.random.seed(42)

# Make a dictionary to keep model scores

model\_scores = {}

# Loop through models

for name, model in models.items():

# Fit the model to the data

model.fit(X\_train, y\_train)

# Evaluate the model and append its score to model\_scores

model\_scores[name] = model.score(X\_test, y\_test)

return model\_scores

# In[56]:

model\_scores = fit\_and\_score(models=models,

X\_train=X\_train,

X\_test=X\_test,

y\_train=Y\_train,

y\_test=Y\_test)

model\_scores

# In[57]:

from warnings import simplefilter

from sklearn.exceptions import ConvergenceWarning

simplefilter("ignore", category=ConvergenceWarning)

param\_grid = [

{'penalty' : ['l1', 'l2', 'elasticnet'],

'C' : np.logspace(-4, 4, 20),

'solver' : ['lbfgs','newton-cg','liblinear'],

'max\_iter' : [500, 1000, 1500]

}

]

parameters\_optimize = {

'max\_features': ['auto', 'sqrt', 'log2', None],

'max\_depth': [2,3, 4],

'criterion': ['gini', 'entropy'],

'bootstrap': [True, False],

'n\_estimators': [2, 5, 10, 15, 20]

}

lr = LogisticRegression(random\_state=10)

model = lr.fit(X\_train, Y\_train)

# In[61]:

gsc = GridSearchCV(lr, param\_grid = param\_grid, cv = 10,verbose=True, n\_jobs=-1)

tuned\_model = gsc.fit(X\_train,Y\_train)

# In[62]:

tuned\_model.best\_estimator\_

# In[63]:

print (f'Accuracy - : {tuned\_model.score(X\_test,Y\_test):.3f}')

# In[64]:

y\_pred = tuned\_model.predict(X\_test)

print(accuracy\_score(Y\_test,y\_pred))

random\_forest\_hyp = RandomForestClassifier()

random\_forest\_search = GridSearchCV(random\_forest\_hyp,

cv = 20,

param\_grid = parameters\_optimize,

n\_jobs = 3)

random\_forest\_search.fit(X\_train, Y\_train)

print('The best parameteres after GridSearchCV', random\_forest\_search.best\_params\_)

# In[66]:

random\_forest\_hyp.set\_params(bootstrap = True,

criterion = 'entropy',

max\_depth = 4,

max\_features = 'sqrt',

n\_estimators = 15);

# In[67]:

random\_forest\_hyp.fit(X\_train, Y\_train);

y\_predicted\_grid = random\_forest\_hyp.predict(X\_test)

accuracy\_grid = accuracy\_score(Y\_test, y\_predicted\_grid)\*100

print(round(accuracy\_grid, 2), '%')

# In[68]:

plt.figure()

random\_confusion = confusion\_matrix(Y\_test, y\_predicted\_grid)

sns.heatmap(random\_confusion, annot = True);

# In[69]:

fpr, tpr, \_= roc\_curve(Y\_test, y\_predicted\_grid)

auc\_random\_grid = auc(fpr, tpr)

print(auc\_random\_grid)

# In[70]:

plt.figure()

plt.plot(fpr, tpr, color ='Green', linewidth = 1)

plt.title('ROC curve for Random Forest')

plt.plot([0,1], [0,1], 'k--', lw = 1)

plt.plot([0,0], [1,0], 'k--', lw = 1, color = 'black')

plt.plot([1,0], [1,1], 'k--', lw = 1, color = 'black')

plt.xlabel('False Positive rate')

plt.ylabel('True Positive rate');